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Algorithm

in O(n) time: (Graph G with
a NIC-planar

Input: S/mbedding E |

NIC-plane graph (G, £) with n vertices

Output:
1-bend RAC drawing [ of G according to £

Every vertex, bend point, and crossing point of [ lies on a grid

of size O(n) x O(n)
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