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Motivation I
Problem

- Use a single finite automaton robot to reconfigure arbitrary 3D tile structures into a given shape, e.g., a pyramid.
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2D model by Gmyr et al. [DNA 2018]:

- A finite automaton robot \( r \) operates on a set of \( n \) hexagonal tiles.
- Each node of the *triangular lattice* is occupied by at most one tile.
- \( r \) can move on or adjacent to *occupied nodes*.
- \( r \) may carry at most one tile.
- Tiles (including the robot if it carries a tile) must remain connected.
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- Rhombic dodecahedral tiles are placed in the *face-centred cubic (FCC)* lattice (i.e., the adjacency graph of the FCC sphere packing)
- Voronoi cells of the FCC lattice are rhombic dodecahedra
Why Rhombic Dodecahedra?

- Form a space-filling tesselation.
Why Rhombic Dodecahedra?

- Form a space-filling tesselation.
- Robots can move along the surface while remaining connected.
Why Rhombic Dodecahedra?

- Form a space-filling tesselation.
- Robots can move along the surface while remaining connected.
Why Rhombic Dodecahedra?

- Form a space-filling tesselation.
- Robots can move along the surface while remaining connected.
Why Rhombic Dodecahedra?
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Why Rhombic Dodecahedra?

- Form a space-filling tesselation.
- Robots can move along the surface while remaining connected.
- Can be viewed in terms of hexagonal layers.
Directions

- Up: UNE/USE/UW
- Same layer: N/NE/SE/S/SW/NW
- Down: DNW/DE/DSW
Safely Movable Tiles

- *Safely locally movable:*


![Diagram showing safely locally movable tiles](image)
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Safely Movable Tiles

- **Safely locally movable:**

- **Safely removable:**

**Theorem (2D)**

A robot that can always find a safely locally movable tile.

No robot can find a safely removable tile in all configurations.

**Theorem (3D)**

No robot can find a safely movable tile in all configurations.
Configuration without Safely Locally Movable Tiles
Solution: The robot initially carries a tile.
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Analysis

Theorem

The robot can build a line in $O(n^3)$ rounds.
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Future Work

- Improve runtime of the algorithm.
  - Lower bound $\Omega(n^2)$.
  - Using multiple robots.

- Explore the structure or find the outer hull.
  - Which capabilities are necessary?
  - Blum and Kozen (1978)$^a$ appears to imply that at least three pebbles are necessary.
  - Exploration of undirected graphs requires $\Theta(\log \log n)$ pebbles. $^b$

---


Try out the Simulator

- https://go.upb.de/3DHybridSim
- Browser: Tested with Chrome, Safari does not work